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ABSTRACT: Bug reports submitted by users are often stored and managed by bug management systems in projects. 

For open source softwares such as Open Office, Mozilla Firefox, Eclipse ... programmers will rely on these issues 

reports to process bugs and maintain the software systems. However, every day there are too many bug reports sent to 

the system, then there will be duplicate bugs reports. In other words, the duplicate bugs reports have already been 

submitted by the user before. Therefore, it is necessary to determine whether the bug report has just been sent is 

duplicated or not, this will take a lot of time and effort of the programmers to handle the bug. Therefore, the automatic 

detection of duplicate bug reports has recently received a lot of attention from researchers. Also bug reporting is 

usually a text file, so there will be cases where the bug reports duplicate but are expressed in different words by 

different users, this will be a big challenge for researchers. In this paper, we introduce a method to automatically detect 

duplicate bug reports using the Latent Dirichlet Allocation - BM25L (LDA-MB25L) model. This model is a 

combination of the LDA model with the BM25L weighting feature which is improved in another way of the BM25 

model. Experimental results on the three real data systems Open Office, Eclipse and Mozilla show that the introduced 

method achieves 3-7% higher accuracy than the previous methods when compared for all three systems.  
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I. INTRODUCTION 

Large open source projects like Bugzilla often use bug management systems to store and manage user bug reports. 

These bug reports are sent by users during their use of software that makes system maintenance and performance 

improvements better [1]. According to recent studies, with the rapid development of software systems, hundreds of bug 

reports are sent every day. Duplicate bug reports occur when more than one user submits a bug report for the same bug 

[2]. However, bug reports are often expressed in natural language so the same bug can be expressed in different words 

or in different ways. With a huge number of bug reports, manually detecting duplicate bug reports is a time-consuming 

and laborious job. Therefore, in recent years, many methods of automatically detecting duplicate bug reports have been 

investigated to solve this problem. There are currently several methods introduced. The method commonly used in the 

past is to use information extraction (IR) technique with vector space model (Vector Space Model) [3, 4]. Another 

more innovative method is to use natural language processing in conjunction with information extraction technique [5, 

6]. There are also a number of other methods such as using machine learning model [7], model of binary classification 

[8]. The limitation of these methods, however, is their low experimental results for identifying duplicate bug reports. 

Recently, an improved method of information extraction introduced by Sun et al [9] authors shows better efficiency in 

automatically detecting duplicate bug reports. This method uses the BM25F weighting feature in conjunction with 

looking at multiple attributes of the bug report file. This method gives better results by relying on the high similarity of 

bugs. However, in factmany different bug reports can use different words to describe the same type of bug. These bug 

reports then when compared for similarity will give very different results. In this case the method of Sun et al will not 

give good results. This paper introduces the LDA-MB25L method, a model that automatically detects the duplicate bug 

reports taking advantage of not only the advantages of information extraction techniques, but also based on the topic 

feature model used. LDA. This model is designed to solve the problem of two dissimilar bug reports that are considered 

identical by reporting the same bug. In the LDA-MB25L model, the two bug reports must contain general descriptions 

of the topic, as well as in the bug report information. 
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II. RELATED WORK 

To detect duplicate bug reports, most previous studies used statistical 

methods based on information retrieval techniques. In 2005, J. Anvik 

et al. [10] built a statistical model using cosine similarity on Mozilla 

Firefox data, but the result was only 28%. Hiew et al. [11] used a 

vector space model (VSM) to detect duplicate bug reports. The data 

used for this method is up to 100,000 bug report files for Eclipse open 

source software. Because the data is too large with the use of the vector 

space model increases the number of dimensions, as well as the noise 

leading to ineffective detection results. Runeson P. et al. [12] uses 

natural language processing with 30% accuracy. Wang et al. [6] 

improved the approach of Runeson P. et al by adding bug reporting 

information from the user bug reporting file executable information. 

This method results up to 67%, but due to the performance information 

of the bug report it is difficult to describe the details of the bug, and 

this information is not of much value for common bug reports. In 

addition, the machine learning method has also been introduced 

recently, specifically Jallber and Weimer [8] used this method to 

classify duplicate bug reports. They use clustering and similarity of 

bug reports to predict the duplicate bug reports, and experimental 

results show that this method also gives low results. Tian et al. [5] 

Improved method of Jallber and Weimer using REP model. However, 

experimental results show that this method still has many limitations. 

Several other studies of detecting duplicate bug reports have also 

received a lot of attention recently. Alipour et al. [13] Take a survey to 

analyze the cause of the bug report. In [14], the authors introduce a 

context-based detection approach to the user's software use. There are 

also some studies based on bug tracking methods and user bug 

reporting habits, or clustering methods in bug reports [15, 16, 17] ... 

however, the above methods only give detection results between 48-

70%.  

III. METHODOLOGY 

 

Our method consists of two main parts. First we built the LDA model and calculated the LDA similarity. In the next 

section we built a new weight model called BM25L. We then combined these two models together called LDA-

MB25L. Figure 1 shows the overall approach of this model.  

Preprocessing and building structure for bug reports files 

A. Preprocessing and building structure for bug reports files 
 

All reports in the bug management system are organized by a list data structure. This structure is a form of hash table 

data type. Where each listing contains a key bug report (the first bug reports or master bug report). These  bug reports 

are  master bug reports in each listing, and all bug reports that duplicate this report are their duplicate. This means that 

each list will contain a different bug and all the bug reports in this list have the same bug type. When a new bug report 

is submitted, it is checked to match the bug report that was sent to the repository before. If this new report is found to 

be duplicates, it will be added to the list corresponding to the master bug report list that it matches, otherwise a new list 

will be created and this bug report will become a report in the new list. In addition, we also take preprocessing steps 

with bug reports. Because a bug report file usually contains a lot of information. This information may contain some 

different information on different open source software. In general they are almost the same. Since the original bug 

report file is in XML form that contains redundant information, we use the Java SAX tool to transform and extract the 

four main information of the bug report file, including: bug summary information, bug description, bug type and 

duplication information. Bug summary information and bug detailed description are contained in the text information 

of the bug report file. The bug type information contains four sections: bug type, product, component, and version. 

Duplicate information is used to evaluate the accuracy of the experimental results. Preprocessing is the first step 

performed by extracting data consisting of steps: data cleaning, word extraction, root word finding , find synonyms, 

remove nonsense words. The data cleansing step is commonly used in word processing, because the bug report file 
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often contains unnecessary, redundant information. For the preprocessing step in this paper we use the tools GATE [18] 

and Lucene [19] to do this. 

B. Building LDA Model  

The main problem with the LDA model is how to generate from the bug report file and analyze it. In LDA, words or 

terms in all bug report files will be collected into a common vocabulary Voc of size V. Atopic might use different words 

drawn from that vocabulary. Thus, each word in Voc has a different usage frequency in describing a topic k, and a topic 

can be described via one or multiple words. To do this, word-selection vector ϕk of size V for the topic k. Each 

element of the vector ϕk represents the probability of the corresponding word at that element’s position in V oc that is 

used to describe the topic k.  

We will extract all information from two fields of a bug report: descriptions (descriptions) and summaries. Then bug 

report file b contains   words, to use LDA with this bug report requires two main parameters. The first is the vector 

used to assign  to   . For each position of   in b bug report will be considered assigned to a topic. Vector    used to 

assign topic to bug report b of size   . Each element of the vector   is an index for a topic. The second parameter is  , 

for a bug report b that can have multiple topics, then the LDA algorithm uses the parameter  to determine probability 

rates for topics in the bug report b.       of the bug report b is represented by a vector with K elements. Each 

component is a value in the range [0-1] to model the scale of a topic in the bug b. Each value is related to a topic and 

their sum is 100%. The higher the value of       , the more words on the topic k will be in the bug report b. When a 

new bug report is submitted, the LDA model will do the assignment to the topic      and a rate      of these topics 

to     . We will train this model with data that already exists in the defect repositories including its bug report files and 

duplicate information. This information will be used to estimate the vector used to assign the topic of all bug report 

files as well as the probability of the topic it can share with the same bug. To predict, we apply this model to a new bug 

report. Then the training parameter to estimate the rate of each topic      of     . The similarity calculation based on 

the proportion of topics between     and and a duplicate report group G is measured as:  

                                       
where topicSim (       ) is the topic similarity between the two bug reports            . This means the highest 

degree of similarity to be taken between the bug reports     and group duplication bug report G. We use the technique 

of divergence Jensen-Shannon to do this. Finally, all duplicate report groups Gj s are ranked, and the top-k most similar 

groups are shown to bug triagers to check for potential duplications for     . 

C. Building MB25L model 

Although BM25 [8] shows its effectiveness for calculating weight characteristics. However, according to [9] BM25 

still has limitations, specifically for the cosine ranking, BM25 gives better results for short query. On the contrary, for 

long queries, this algorithm has not shown its efficiency. This is also encountered for some ranking algorithms not just 

for BM25. To overcome this limitation, after observing the evaluation data from the bug report files, we found that 

BM25 must not contain negative values and this is related to the IDF component: 

      

     

        
     

       
   

           

             
  

    
       

                                  

Then we re-propose IDF by reorganizing to have: 
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For this formula, we are interested in the influence of the component Ctd, to overcome the case for long queries. The 

solution is to add a positive integer constant O, which has the effect of altering the function of favoring the smaller 

number (i.e. large denominator, large L valued or long document). 

D. Combining LDA with the BM25L 

In this section we introduce a model of combining LDA with MB25L to detect duplicate bug reports. In our model, we 

show two prediction techniques p1 and p2. The p1 technique is based on a topic model (LDA), and p2 is based on a 

new weighting feature. These two techniques have different advantages in the model of predicting duplicate bug 
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reports. The MB25L technique will give more accurate results if the two bug reports have similar terminology in the 

bug report file. However, this technique will give low results if two bug reports describe the same bug (identical) but 

are described using different terms in the two bug reports. In contrast, the technique of using the LDA topic model 

detects whether two bug reports are the same based on topic similarity between two bug reports, even in the case that 

these two bug reports have no similarity. about the terminology in the two bug reports. That means two bug reports use 

different words but the same description about the same bug, then this method gives better detection results than the p1 

method. However, since the LDA method relies on the topic similarity between two bugs, while the topic is usually a 

summary of the content describing the bug so its similarity calculation will not be as effective as comparison between 

terms such as word weighted characteristics. By combining the two techniques, we can take advantage of the two 

methods to complement each other in calculating the similarity between two bug reports to handle the detection of 

duplicate bug reports. for more effective results. To do this we use a machine learning technique called Ensemble 

Average, which is a linear model. This combination is performed as follows: 

p =⍺1 x p1 + ⍺2 x p2                                                     (3) 

 where ⍺1 and ⍺2 are parameters in estimating duplicate bug reports and must meet the condition ⍺1+⍺2 = 1. This 

means that if ⍺1 = 1 and ⍺2 = 0, then applying technique only means using LAD model. Conversely, if ⍺1 = 0 and ⍺2 

= 1, then the detection method uses the technique of calculating the similarity between the two bug reports based on 

the NW weighted characteristic. Choosing the optimal values for these two parameters will be discussed in the 

experimental training for the method introduced. 

IV. EXPERIMENTAL RESULTS 

 

For evaluation of the introduced method, we use the same data as published in [9]. Two information in the bug 

report is extracted from the bug report files and are stored in the same data file. We divided the data set into two parts: 

one for training and one for testing. The section for training includes the first M bug reports, of which 200 bug reports 

were duplicated. It is used to train LDA and MB25L models. The remaining reports are used for the testing and 

evaluation. If it determine a duplicate report b, it will return a list of top-k candidates with duplicate bug reporting 

groups. If an identified bug report coincides with bug group G in the top-k list. To evaluate the detection schemes, we 

use the recall rate metrics. The recall rate is defined as the percentage of the duplicates that can correctly find the 

corresponding master bug reports in the top-n recommendations. 

             
     

      
                          (4) 

Equation (4) illustrates how to calculate the recall rate, where Ncorris the number of duplicate reports that are correctly 

identified, and Ntotal is the total number of duplicate reports. To explore the effectiveness of LDA-BM25L in 

comparison with related detection schemes, experiments were conducted to study the work of C.Sun [9], BM25L và 

LDA-BM25L. The results are shown in Figures 2 to 3.  From the results, we can find that và LDA BM25L outperforms 

other detection schemes.  
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V. CONCLUSION  

Duplication detection of bug reports is an important issue in software maintenance. In this research, we propose a 

detection scheme called LDA-BM25L using extended class centroid information to improve the detection performance. 

The experiments show that the LDA-BM25L scheme can achieve the best performance among three projects when 

compared to other detection methods. 
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